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# 设计模式

|  |  |
| --- | --- |
| 创建型模式 | 单例模式、抽象工厂模式、建造者模式、工厂模式、原型模式 |
| 结构型模式 | 适配器模式、桥接模式、装饰模式、组合模式、外观模式、享元模式、代理模式 |
| 行为型模式 | 模版方法模式、命令模式、迭代器模式、观察者模式、中介者模式、备忘录模式、解释器模式、状态模式、策略模式、职责链模式(责任链模式)、访问者模式 |

# 单例模式

|  |  |  |
| --- | --- | --- |
| 意图 | 保证一个类仅有一个实例，并提供一个访问它的全局访问点 | |
| 主要解决 | 一个全局使用的类频繁地创建与销毁 | |
| 何时使用 | 当您想控制实例数目，节省系统资源的时候 | |
| 使用场景 | WEB 中的计数器，不用每次刷新都在数据库里加一次，用单例先缓存起来 | |
| 创建的一个对象需要消耗的资源过多，比如 I/O 与数据库的连接等 | |
| 优点 | 在内存只有一个实例，减少了内存的开销，尤其是频繁的创建和销毁实例（比如管理学院首页页面缓存） | |
| 避免对资源的多重占用（比如写文件操作） | |
| 缺点 | 没有接口，不能继承，与单一职责原则冲突，一个类应该只关心内部逻辑，而不关心外面怎么样来实例化 | |
| 注意 | 单例类只能有一个实例 | 私有化该类的构造函数 |
| 单例类必须自己创建自己的唯一实例 | 通过new在本类中创建一个本类对象 |
| 对外提供一个可以获取该对象的方法 | 定义一个公有的方法，将在该类中所创建的对象返回 |
| 双重校验锁：  private volatile static Singleton singleton;  private Singleton() {}  public static Singleton getSingleton() {  if (singleton == null) {  synchronized (Singleton.class) {  if (singleton == null) {  singleton = new Singleton();  }}}  return singleton;} | | 静态内部类：基于classloder机制避免多线程同步问题  public class Singleton {  private static class Holder {  private static final Singleton INSTANCE = new Singleton();  }  public static Singleton getInstance() {  return Holder.INSTANCE;  }} |

# 工厂模式

|  |  |  |
| --- | --- | --- |
| 意图 | 定义一个创建对象的接口，让其子类自己决定实例化哪一个工厂类，工厂模式使其创建过程延迟到子类进行 | |
| 主要解决 | 主要解决接口选择的问题 | |
| 何时使用 | 我们明确地计划不同条件下创建不同实例时 | |
| 使用场景 | 日志记录器：记录可能记录到本地硬盘、系统事件、远程服务器等，用户可以选择记录日志到什么地方 | |
| 数据库访问，当用户不知道最后系统采用哪一类数据库，以及数据库可能有变化时 | |
| 优点 | 一个调用者想创建一个对象，只要知道其名称就可以了 | |
| 扩展性高，如果想增加一个产品，只要扩展一个工厂类就可以 | |
| 屏蔽产品的具体实现，调用者只关心产品的接口 | |
| 缺点 | 每次增加一个产品时，都需要增加一个具体类和对象实现工厂，使得系统中类的个数成倍增加，在一定程度上增加了系统的复杂度，同时也增加了系统具体类的依赖 | |
| 步骤 | 创建一个接口 | public interface Shape{ public void draw() {…} } |
| 创建实现接口的实体类 | public class circle implements Shape {…} … |
| 创建一个工厂，生成基于给定信息的实体类对象 | public class ShapeFactory {  public Shape getShape(String shapeType) {  if (shapeType == null) {  return null;  }  if (shapeType.equalsIgnoreCase("CIRCLE")) {  return new Circle(); … |